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ABSTRACT
Our researchers seek to support students in building block-based
programming projects that are motivating and engaging as well
as valuable practice in learning to code. A difficult part of the
programming process is planning. In this research, we explore how
novice programmers used a custom-built planning tool, PlanIT,
contrasted against how they used storyboarding when planning
games. In a three-part study, we engaged novices in planning and
programming three games: a maze game, a break-out game, and a
mashup of the two. In a set of five case studies, we show how five
pairs of students approached the planning and programming of
these three games, illustrating that students felt more creative when
storyboarding rather than using PlanIT. We end with a discussion
on the implications of this work for designing supports for novices
to plan open-ended projects.

CCS CONCEPTS
• Social and professional topics → Computing education; •
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1 INTRODUCTION
Curricula using block-based programming languages like Snap!
[10] have engaged students in open-ended, creative programming
[6, 8]. These approaches to teaching can help broaden participation
in computing by connecting material with students’ personal inter-
ests [14, 19]. While open-ended programming has many benefits,
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prior work shows students struggle with aspects of the design pro-
cess like communicating ideas and articulating algorithms [17]. As
open-ended programming can motivate students to participate in
computing, it is important to support students in their designs.

Existing design tools are primarily text based [1, 11, 13]. In vi-
sual, interactive block-based environments, it may be helpful for
students to create visual compositions using the graphics from their
programs. Therefore, we introduce simple digital storyboarding as a
game design technique for block-based programming. We engaged
novices in planning and programming three games: a maze, break-
out, and a mash-up of the two. Through case studies, we show how
pairs of students planned and programmed these games, finding
five planning themes: Mechanic Illustrators, Idea Explorers, Confi-
dence Builders, Artists, and Confident Programmers. We focused on
answering the overarching question: How do novice programmers
perceive the impact of planning using storyboarding or a planning
tool on their experiences making games in a block-based language?
These case studies provide insights into how different planning
tools may engage students with varying levels of confidence and
experience to make complex, interactive programs.

2 RELATEDWORKS
Prior work shows that students struggle with ideating, creating
prototypes, and articulating algorithms for open-ended projects
[17]. Additionally, students have trouble describing original game
mechanics [2]. Failure to properly plan for programming tasks may
result in poorly-organized code [12] and keep students from achiev-
ing their goals. Many students who gain programming proficiency
in block programming have duplicate code and long scripts [16].

Because planning helps students program open-ended tasks,
multiple tools have been developed to support the process. Simple
paper tools for game design in block-based languages include De-
sign Notebooks [17] and mechanic planning [2]. Other digital tools
have been developed and integrated into programming environ-
ments, like a Java planning tutor [11], a UML class diagram plugin
for Eclipse [1], and PlanIT for Snap! [13].

Whereas the tools above are primarily text-based, storyboarding
is a visual approach that remains largely unexplored as a design tool
for block-based games. Storyboarding is a common technique used
by designers and HCI specialists to illustrate system interfaces [18].
Storyboarding has been used by K-12 students for designing video
games [4, 17] and games for augmented reality storytelling [7].
Paper storyboards were used to help middle school students plan
for animations in Scratch [5, 15]. However, none of these studies
analyze how students used the storyboards or detail their experi-
ences. This is an pertinent gap in the literature as it is important
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to know if storyboarding is an effective tool for planning and how
storyboarding compares to existing planning tools.

3 PLANIT & STORYBOARDING TEMPLATES
PlanIT is a text-based planning tool integrated into the Snap! pro-
gramming environment[13] that allows students to add descriptions
to their games and define a To Do list. PlanIT also supports students
in defining events occurring between their sprites and variables.
The planned sprites and variables are automatically added to Snap!
so that students make progress on their final programs as they plan.

We provided storyboard templates in Google Slides, allowing for
concurrent editing. Each template included a space to construct a
scene, add a title, and write a description. There were three tem-
plates: a title slide, a single scene (see Figure 2), and a “When/Then”
slide which included two scenes. The single scene slide also in-
cluded a space labeled “Trigger” to help students think about what
causes a scene to take place.

4 CONTEXT
We conducted a study with 36 high school students during week
five of a six week virtual summer computing internship led by a
graduate student and faculty member at a large public university [3].
Students were recruited from across the country and had a variety
of school backgrounds. During the internship, students acted as
code support for K-12 teachers creating block-based lessons for their
classroom and were familiar with coding in block-based languages
before the study. Of the 36 interns, the demographics for the 10
consenting students that we focus on are presented in Table 1 with
a self-assessment of their programming confidence on a Likert scale:
no programming skills (1), little (2), some (3), and very strong (4).
All student names have been replaced with pseudonyms.

5 METHODS
5.1 Research Questions
To better understand how storyboarding helps students plan novel
programs, our research questions are: RQ 1: How do novice pro-
grammers perceive the impact of storyboarding on their experi-
ences planning and programming games in a block-based language?
RQ 2:How do novice programmers perceive their experiences with
storyboards in comparison to the planning tool, PlanIT?

We expect students will find the storyboarding templates helpful
for collaboration as they allow for visual communication of ideas.
We predict students will structure their planning time by first using
the storyboarding templates and then PlanIT. Storyboarding allows
students to construct general game ideas, whereas PlanIT assists
students in thinking about code mechanics. Finally, we expect stu-
dents will perceive the storyboarding templates to support their
creativity through allowing students to iterate on their designs and
create programs that are meaningful to them.

5.2 Study Design
As storyboarding is often used for communication, we assigned
students to pairs. All students participated in a PlanIT tutorial. The
study was conducted in three sessions over two days. On Day 1,
students engaged in one session. On Day 2, students participated in

two separate sessions. Each session had the following progression:
Students were introduced to the game genre and explored example
games in the Scratch library. (15 min) Students planned for a game
using assigned planning tools in Zoom breakout rooms. (30 min)
Students pair programmed the games in Snap!. (90 min) Students
participated in four-person focus groups where they presented their
game and answered questions about their experiences planning
and programming. (15 min) Students took a post-survey to further
describe their experiences with the planning tools and experiences
pair programming. (10 min) We collected students’ code traces,
coding artifacts, post-surveys, and focus group transcripts.

Sincewe are interested in how PlanIT compares to storyboarding,
we partitioned students into two conditions: Students in Condition
A could use both PlanIT and storyboarding slides for planning,
while the students in Condition B could only use PlanIT. Students
were only introduced to the tools they were allowed to use.

Each session featured a different game genre: a maze game, a
breakout game, and a mashup of their first two games. We included
the mashup style game to explore students’ experiences represent-
ing novel ideas in addition to planning for the existing games. Each
planning and programming period was self-directed. For story-
boarding, we instructed students to duplicate slides, delete slides,
and use the templates in ways that fit their needs. We provided
pairs in both conditions with sample sprites which were intended
to give them a starting point and prevent them from spending their
planning time searching for sprites online.

6 CASE STUDIES
The following case studies detail the participants’ planning and
programming journeys. We focus our case studies on groups in
Condition A to illustrate student preference and the affordances
of each tool. We conclude with one case study from Condition B
to illustrate how planning in PlanIT contrasts to planning with
both tools. While all students in Condition A participated in all
sessions, many participants in Condition Bmissed some planning or
programming sessions. The case study group from Condition B we

Figure 1: PlanIT, Planning Tool
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Table 1: Participants’ Demographic Data

Team Group Gender Ethnicity Programming confidence
Duck & Fish A F, F Asian / Pacific Islander, Black 3, 4
Cat & Wasp A F, M Southeast Asian / Indian, Hispanic / Latin(x) 4, 4
Bat & Koala A F, F Southeast Asian / Indian, Asian / Pacific Islander 2, 3
Deer & Zebra A F, F Black, Black 3, 3
Octopus & Robin B F, F White, Southeast Asian / Indian 3, 4

chose to focus on attended all sessions. Those in Condition B who
were not discussed in our case studies have similar programming
experiences and demographics as others in the study. We use each
group’s code traces, survey responses, planning artifacts, coding
artifacts, and focus group transcripts to construct each case study.

To provide further context to the case studies, two of the authors
hand-analyzed the plans and final code to determine the number of
features students planned for and how many they implemented in
Table 2. When calculating the total, only features that were beyond
the scope of the game instructions were counted (e.g. levels, GUI).

Table 2: Counts of features programmed and planned.

Team Group Features
planned

Features
programmed

G1 G2 G3 G1 G2 G3
Duck & Fish A 9 5 7 9 4 3
Cat & Wasp A 4 2 7 6 8 10
Bat & Koala A 5 0 8 5 0 8
Deer & Zebra A 9 1 10 8 3 16
Octopus & Robin B 5 1 5 8 4 7

6.1 Duck & Fish: Mechanic Illustrators
Duck and Fish, the Mechanic Illustrators, show how storyboards
can aid in collaboration and in ideating game mechanics. This case
suggests that students find storyboarding of greater value when
they are planning for more complex concepts.

Maze Duck and Fish planned thoroughly for their maze game,
constructing seven scenes, writing pseudocode, and defining a win
condition. Whereas some groups focused on creating a unique
theme for their game, this group appreciated that the slide deck pro-
vided sprite costumes so they could “focus on building [their] ideas”
for their game mechanics. Fish arrived late to the planning session.
In the post-session interview, both group members emphasized
that the storyboards were “really helpful to group programming,”
allowing Fish to quickly understand Duck’s plans.

Breakout This group created detailed plans for a basic breakout
game with the addition of a “lives” variable. The storyboards were
sequential with starting and ending slides, arrows for denoting
movement, and descriptions of conditionals and variables. After
session one, Duck shared that storyboarding felt unhelpful “for cod-
ing activities that can be finished in less than two hours.” However,
Duck’s perspective changed after programming the breakout game.
Duck shared that storyboarding helped them “compartmentalize
[their] thinking” and “visualize the if/then conditions”. It may be

that for games which require more advanced Snap! concepts (e.g.
cloning), storyboarding feels more worthwhile.

Figure 2: Duck & Fish’s Mashup Slide

Mashup This group used their planning time productively fo-
cusing only on the parts of their mashup game they had not pro-
grammed in past sessions. Rather than rebuilding their storyboards,
this group copied and pasted their slides from Breakout and added
three slides to describe a new feature for their game, including the
slide in Figure 2. Similar to Cat andWasp, who used the storyboards
to experiment with ideas rather than making detailed plans, this
group only planned for what would be useful for them: the new
feature. This indicates that storyboards are useful as a tool to ideate
new mechanics for their programs rather than serve as busy work.
Duck and Fish did not use PlanIT in the planning sessions. Duck
shared that, after completing the storyboards, the group “found
the PlanIT feature unnecessary” and “redundant” with their sto-
ryboarding plans. This indicates that this group may have found
value in using PlanIT if the storyboarding slides were unavailable,
and simply preferred to use the storyboarding slides.

6.2 Cat & Wasp: Idea Explorers
Cat and Wasp, the Idea Explorers, illustrate that storyboards allow
students to explore game ideas at a low time-cost. They also reveal
that while storyboarding is the preferred planning tool among the
groups, PlanITmay be better at supporting textual planning. Finally,
this case reveals that students with more programming experience
may find the storyboards unhelpful for simple games.

Maze Cat and Wasp chose to plan only with storyboards. While
the group’s maze plans were thorough, Wasp shared that they were
not helpful, but for games with more mechanics, it would be useful
to “be able to refer back” them. Wasp and Cat had the highest
confidence programming in Snap! compared to others in Condition
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A. This may explain why Wasp felt the storyboards were unhelpful
when the other groups found them both helpful and enjoyable.

Breakout Cat and Wasp used the storyboards as an exploratory
tool to plan for their soccer themed breakout game. Wasp empha-
sized that the storyboards let their team explore ideas without
investing time into programming them. These storyboards were
less detailed, only describing the interaction between the ball and
bricks. Although their storyboards looked incomplete, it seems the
group only used the storyboards for parts of the program that they
were unsure about, which is a productive use of the planning time.
The group’s final game had more features than they had planned for.
Wasp explained that the group did not use PlanIT because they “had
everything [they] needed already planned from storyboarding.”

Mashup The group used both PlanIT and the storyboards to
plan for their game. PlanIT was used to describe user controls
and game rules, whereas the storyboards had little text and were
mostly visual. The group may have used both tools because the
mashup game required them to think of an original idea, which
they described was “really hard”.

6.3 Bat & Koala: Confidence Builders
Bat and Koala, the Confidence Builders, began the study unsure of
their programming abilities. Bat was the only student to report
having very little programming skills despite having experience in
multiple languages. Koala was the only student that reported feeling
unconfident in their ability to program an existing game in Snap!.
This case illustrates that even students who lack confidence and
struggle with storyboarding may feel proud of their storyboards
and enjoy storyboarding. This case describes how storyboarding
can build students’ confidence in their ability to program games.

Maze Koala and Bat struggled with representing certain me-
chanics on their storyboards. For example, Bat shared that “making
clear how the door would open” was the hardest part of planning
because it could be interpreted differently than their intent. After
each session, this group shared that they struggled to represent
their intent visually. Providing students with examples of other
storyboards may help them understand how others represented
similar mechanics. Although Bat and Koala programmed a com-
plete game, the group shared that they were most proud of creating
their storyboards. Because planning felt difficult for this group,
overcoming the challenge may have felt more rewarding to them
than programming the game.

Breakout This group’s lack of confidence is reflected in the
language used in their breakout storyboards. They used terms that
expressed uncertainty in their design or programming abilities;
for instance,“a variable that could change is the number of bricks
that disappeared”. This uncertainty may have been a result of the
increased difficulty of the breakout game and may be why this
sentiment did not appear in their maze slides. Bat and Koala’s
hesitancy is also reflected in their plans for the breakout game.
They did not plan or program any extra features.

Mashup This group expressed worry in their ability to com-
plete the mashup task. Bat said that their first reaction was “What?
How can we combine both of these to make something in the time
that we have? [...] We weren’t sure what to do.” However, Bat and
Koala shared that the process of storyboarding allowed them to

experiment with ideas for their game and create an implementable
plan. In fact, Bat and Koala implemented all the features that they
planned for in their mashup. In the post-survey, we saw that Bat’s
programming self-assessment increased. This may be a result of
successfully programming a game that once seemed daunting.

Koala’s confidence in their ability to create an existing game in
Snap! increased in the post-survey. In session one, Bat and Koala
used PlanIT to describe their game and add sprites. However, in their
mashup Bat and Koala did not use PlanIT for any aspect of planning.
As their confidence in their programming skills increased, they
likely felt less need to create detailed plans. Based on prior research,
undergraduate students reported feeling “bad at programming”
if they needed to plan before writing code [9]. Therefore, if the
students felt more confident in their programming abilities, they
may have found it unnecessary to use multiple planning techniques.

6.4 Deer & Zebra: The Artists
Deer and Zebra, the Artists, reveal that storyboarding can help in-
spire students and make them feel supported creatively by allowing
them to quickly express their ideas. However, this case also illus-
trates that the visual aspect of storyboarding may distract students
from planning more complex mechanics, instead encouraging them
to focus on finding interesting graphics.

Maze Deer and Zebra chose not to use PlanIT and planned only
using the storyboarding templates. This is similar to other groups
in Condition A who also did not use PlanIT for at least one of their
games indicating a preference for storyboarding over PlanIT.

After completing their game, Deer and Zebra shared that story-
boarding gave them inspiration and removed the blank page syn-
drome that they often feel when starting a project in Snap!. Deer
and Zebra shared that they felt most creative while storyboarding
rather than when they were programming. This is interesting as
much of the text that accompanied their storyboard visualizations
were written with Snap! coding terms like “Broadcast” and condi-
tional statements showing that storyboards allow students to feel
creative while using their computational thinking skills.

Although the group enjoyed and felt they benefited from sto-
ryboarding, they also expressed struggling with the process. The
group shared that they did not know how to organize their slides
and had trouble determining “what game mechanics are one or two
different scenes”. This focus on communicating mechanics rather
than a sequential story is reflected in the group’s storyboards. For
all three of their games, the storyboards were not used sequentially,
but instead to isolate a mechanic in their game.

Breakout Deer and Zebra’s breakout game had fewer features
than our instructions suggested. While their game mechanics were
simple, their visuals were not, creating a unique candy theme. Zebra
shared that they most enjoyed adding the sprites to the storyboards
and “making it look nice.” Thus, students in some cases may be
focused on using the storyboards to plan for a game theme rather
than ideating ambitious game mechanics that challenge them. The
lack of game mechanics in their plans is reflected in their final code.
The group’s breakout game contained only 52 blocks, which was
the second-least number of blocks used by any group.

Mashup Unlike their breakout game, Deer and Zebra’s mashup
was very ambitious, incorporating collectible items and a shooting
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mechanism into their maze. The challenge of creating an original
game may have taken the group’s focus away from planning for
visual attributes and instead shifted it toward game function.

The students programmed more than they planned for, imple-
menting six additional features like a timer and an ending message.
The success this group experienced, when they did not spend their
time searching for sprite costumes, reveals a need for a limit on the
time a group may spend looking for sprites or supports to make the
process faster. A themed sprite library with helpful search features
may resolve the issue in future storyboard tools. We can not dismiss
interest in searching for sprite images as unproductive as it may be
that this group’s excitement about their graphics helped them stay
motivated to complete their games.

6.5 Octopus & Robin: Confident Programmers
This group had one of the most confident programmers, Robin, who
evaluated their programming skills as very strong. This case shows
that confident students may feel that planning is unhelpful when
designing games in Snap!, but that visuals may make planning feel
more purposeful. This group differs from the other case studies in
that they did not have access to the storyboards.

Maze Octopus shared that it was hard to translate their plans
into words because they couldn’t “visualize the stuff that would
have to be done later in the program.” This contrasts with Bat
and Koala, who relied heavily on text and struggled to use visual
storyboarding scenes. Perhaps the ability within storyboards to do
both visual and textual planning gives students more options to
express their ideas when one type of planning feels difficult.

Breakout This group used PlanIT to add actors and events that
describe user input and sprite interactions. After programming the
game, Robin shared that the planning did not feel necessary, as the
group was “writing things down just to write them” and that they
“didn’t refer back to it afterwards.” Robin was the more confident
programmer, so it is possible that they felt more comfortable starting
programming without any planning.

Mashup In contrast to their first two games, Octopus and Robin’s
mashup game was ambitious and unique. They planned for a game
in which a Pac-man sprite is launched from the bottom of the screen
and moves upward into a maze-like structure.

Robin did not think planning “added to [their] coding experience.”
Some students view visual programming environments as inferior,
believing they do not support complex coding tasks [20]. This may
explain why this group’s plans and maze and breakout games were
not very ambitious. Planning may have felt purposeful to this group
if they had a visual component available to help ideate their game
plans. Octopus reiterated that it was hard to visualize their plans,
stating that “imagining the event plans” was difficult.

7 DISCUSSION
Findings from our case studies to answer RQ1 can be sorted into
three themes: storyboards support creative thinking, conditions for
valuing the storyboarding process, and storyboarding struggles and
solutions. We then address RQ2 and then discuss the limitations of
the current study. We refer to each case study with the following
abbreviations: Bat and Koala (BK), Deer and Zebra (DZ), Duck and
Fish (DF), Cat and Wasp (CW), and Octopus and Robin (OR).

7.1 Storyboarding supports creativity
DZ and BK shared that they felt most creative while they were sto-
ryboarding rather than programming. The process of storyboarding
may help support creativity because it allows students to experi-
ment with their ideas and quickly make changes. CW shared that
storyboarding allowed their team to revise their plans when they
had new ideas. The ability to do iterative design before starting
programming may have helped students feel more comfortable
starting their projects and prouder of their results. DZ shared that
the storyboards inspired them and removed the daunting feeling
they get when they stare at the blank scripting space in Snap!. Simi-
larly, when BK were unsure in their ability to complete the mashup
game, they said that storyboarding helped them experiment with
their ideas and create implementable plans. BK shared that they
felt most proud of completing their storyboards, indicating a sense
of ownership over the final ideas.

Design ImplicationsAs seen above, planning is a non-sequential
iterative process for novice programmers. Future planning tools
should allow students the flexibility to alter their designs quickly.
It seems that to support creativity, planning should have a visual
aspect, not just textual. When BK and DZ shared that they felt most
creative storyboarding, they mentioned that the creativity was due
to the ability to see how their game would look when completed.
OR, the team in Condition B, shared that they had a hard time
planning textually because they could not visualize their program.
Additional visual planning may easily be added to PlanIT; when
students define events (e.g. interactions between sprites, user input)
the system may prompt them to create a corresponding storyboard.

7.2 Conditions for valuing storyboarding
Wasp and Duck initially had negative attitudes towards storyboard-
ing, but over the progression of the three sessions they started to
feel that the storyboards were useful to them. They valued story-
boarding when 1.) the games were challenging and 2.) when they
needed to communicate their ideas to their partner.

Planning for challengesWhen creating storyboards for their
mashups, all groups planned for new game features rather than for
the functionality they programmed in previous sessions showing
that these students view the storyboarding slides as a planning
tool rather than as a product. This is seen in CW’s breakout and
mashup storyboards; they planned only for features that they found
useful, rather than creating a complete plan. Therefore, if we want
students to benefit from and utilize storyboarding, the complexity
of the games they plan for must match or exceed their current
programming abilities. DF and CW, found storyboards more helpful
as the games increased in difficulty over the three sessions.

Storyboarding for collaboration Duck - initially negative to-
wards storyboarding - admitted that it “turned out to be helpful”
when their partner joined the session late. Similarly, Koala shared
that the storyboards helped their group stay “on the same page”
and they enjoyed collaborating on them. Three out of four teams
commented in their interviews or surveys that they valued story-
boarding as a communication tool.

Design Implications Since students find storyboards useful
when planning for challenging features, a future planning tool may
prompt students to consider how they can design their game to be
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novel or challenging. Some groups added interesting features to
their maze games - the simplest game - like timers and collectibles.
Future templates may ask students to reflect on the uniqueness and
enjoyment of their games. Because students enjoyed and valued
storyboarding for its collaborative support, future planning tools
should also support pair programming by allowing for concurrent
editing similar to Google Slides.

7.3 Storyboarding struggles and solutions
Students expressed difficulty with knowing how to represent their
ideas using storyboards. DZ explained that they struggled to “or-
ganize the amount of slides [they] were going to have” and often
pondered “should I make these two separate scenes?” Koala shared
that they were unsure how to represent a door opening and a ball
bouncing. Instead, they relied on textual descriptions to express
their ideas. The game mechanics that some students struggled to
represent were easily constructed by others; e.g. DF represented
a bouncing ball with arrows. Simple storyboard examples illus-
trating typical mechanics could help students create better scenes.
Although Google Slides provides shapes that can help illustrate
mechanics (e.g. arrows, callouts), adding them explicitly to a library
of sprites and backgrounds may encourage students to use them.

The visuals in storyboarding may distract some students from
planning complex mechanics. DZ spent a majority of their time
on breakout creating a theme, leaving them without time to plan
and program all the mechanics in a breakout style game. Providing
students a sprite library organized by theme may prevent students
from spending a majority of their time planning their aesthetics
and give them time to plan more complex mechanics. For example,
DF, who were satisfied with the graphics provided to them, used
their time to create rich storyboards detailing their mechanics.

7.4 What planning supports do students need?
We expected students would first use storyboarding to generate
ideas for visual and interactive game aspects, and then use PlanIT
to plan their programs to achieve these ideas. However, all of the
storyboarding groups opted out of using PlanIT for at least one of
the games. The groups who used both storyboards and PlanIT used
PlanIT as expected: to add game descriptions and define interactions
between sprites. Although the storyboards did not ask students to
plan coding structures, all groups used the scene descriptions to
describe their code. DF and DZ wrote pseudo code, BK and WC
described variables, and all groups defined conditionals.

BK, with low confidence, found storyboarding affirming as it
facilitated their accomplishment of features they did not feel capa-
ble of implementing. The more confident DF and CW teams were
initially negative about planning, but felt the storyboards were help-
ful as game complexity increased. The highly confident OR from
Condition B found planning to be unhelpful, suggesting that in
PlanIT they could not visualize their ideas. These findings suggest
that the visual and collaborative support that storyboards provide
can benefit novice programmers with varying levels of confidence.

The more confident students are in programming, the less benefit
they perceive in planning. OR did not see value in planning and did
not accomplish more than lower confidence groups who seriously
engaged in planning. As suggested by prior work, more confident

students may believe that block-based programming environments
cannot be used for advanced programming [20]. These findings
suggest that students, especially those with higher programming
experience, need examples of effective storyboards and innovative
games to realize the potential of these environments.

Table 3: Key design implications

Future storyboarding tools should. . .
allow students the flexibility to alter their designs quickly.
have visual and textual aspects of planning.
prompt students to adapt their game to be novel or challenging.
support pair programming by allowing for concurrent editing.
provide example storyboards that illustrate popular mechanics.
include a sprite library that is organized by theme.

8 CONCLUSION
Through a three-session exploratory study, our findings provide
insights into how students perceive storyboarding for block-based
games to support their creativity, the conditions in which students
find storyboarding helpful, and challenges students experienced
using both planning tools. This study provides recommendations
for designing future planning tools for block-based environments.

We found that novice programmers think storyboarding aids in
pair programming, supports their creativity, and allows them to
easily alter their designs. Students find storyboarding helpful when
the complexity of the games they plan for match or exceed their
programming level. We also found that within our sample, novice
programmers had a preference for storyboarding over PlanIT.

Although this research provides insights into students’ experi-
ences using storyboards, there are limitations. This study was con-
ducted online and not in an authentic classroom setting; therefore,
we are limited in our generalization of their experiences. Because
the sessions were self-directed, students who storyboarded did not
use PlanIT during every session. This limits our comparison of the
affordances of the tools. Further studies may better illuminate how
the tools can be used in combination for planning. Additionally, in
our study design, there is no condition that only uses storyboard-
ing which limits the opportunity to gain similar insights about
storyboarding that we learned about PlanIT from Condition B.

Future work is required to understand how storyboarding af-
fects student programming outcomes. Replicating this study in real
classrooms may tell us how a wider population storyboards, as our
sample consisted of highly motivated students with pre-established
interests in computing. Finally, it may be useful to see how the use
of storyboarding and PlanIT affects how students plan for future
projects without the tools in a long-term study. The results may
tell us what parts of planning students find useful and illuminate
how to use these tools to promote the learning of planning skills.
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